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Abstract. A typical composite Web service is built of basic Web services, both
internal and external, over which the integrator does not have a complete con-
trol. The service-based integration of enterprise systems raises the need for the
analysis of non-functional characteristics of a composite Web service. Such an
analysis should cover dependability (for instance, the reliability of the main
process, sensitivity analysis on component reliability, etc.) and performability
aspects (e.g. determining the optimal process structure for a given level of reli-
ability) as well. The paper discusses how graph transformations can be used to
adapt formal methodologies for analyzing SOA models. This way a flexible
and extendable analysis framework can be developed for Web service-based
business processes.

1 Introduction

SOA-based integration of heterogeneous enterprise systems has a growing popularity,
but this raises new problems in assuring the dependability of these systems. The pro-
vider of the main service has to guarantee predefined non-functional (mainly depend-
ability related) parameters for his clients. The provider has to consider similar non-
functional parameters of external Web services involved in the operation of his main
service to be able to calculate and plan the dependability parameters. Building a
workflow of composite Web service-based therefore requires describing Service
Level Agreement parameters for each service component of the system.

Although specifications for describing QoS parameters exist (such as WSEL [1] or
WSOL [2]), the current flow composition languages (e.g. BPEL [3]) and the available
design tools ([4], [6] etc.) do not support a standardized extension of process models.
Although there were attempts to extend process descriptions (e.g. the specification of
WSFL [1] referred to WSEL as a possible way of defining QoS for Web services),
currently available implementations do not allow the definition of reliability. Obvi-
ously, a dependability analysis needs to be performed on the model additionally to the
extension with dependability descriptions of each basic Web service invoked at the
main service. The available workflow design tools do not support such analysis and
extension.



The current research aims at defining non-functional parameters —such as a de-
pendability description— for process models, and then adapting formal methods to
determine dependability characteristics of the system (e.g. the sensitivity of system
reliability on the attributes of a given component). Dependability design patterns such
as N-Version programming and Recovery Block can also be considered. The process
description is based on evolving industrial technologies such as BPEL [3] or WSLA
[5].

One possible way of the definition of the requirements against a service and the
guaranteed QoS parameters is called Service Level Agreements. Therefore, a lan-
guage is needed for capturing the following attributes:

— The guaranteed performance parameters of a service, such as response time and
throughput. Both of these can mean a guaranteed minimum or an average value. In
the latter case, the exact algorithm of the average calculation also has to be de-
fined.

— The dependability parameters of a service, such as reliability and availability.

— The definition of different levels of the parameters for different groups of users.
Since the main purpose of the current research is not the exact definition of an

SLA description language (moreover, the industry is not likely to accept a pure aca-

demic suggestion for such an important area), in the following we consider a general

SLA description language with the required capabilities. There were attempts to de-

fine such a language (WSOL [2], WSEL [1], WSLA [5]), among which the WSLA

specification of IBM is very close to fulfill the requirements listed above, although it
has not become widespread yet because of the lack of reliable, industrial tool support.

The exact process and documentation of SLA negotiation are also out of the scope of

this paper just as the exact measurement of the concrete parameters. However, the

process of the dependability analysis does not depend on these as the change in the
syntax of parameter definition do not cause a change in the transformation algorithm,
only the parser has to be changed according to the schema of the related XML lan-

guage.

1.1 Towards Dependable Web services

The most common dependability parameters —which can be used to describe the non-
functional requirements of virtually any kind of service, independently from the na-
ture of the service— are reliability and availability [7]. A mathematical formalism, into
which these concepts fit in a natural way, is necessary for the purpose of model
analysis. Then the analysis methodology should be able to derive global parameters
for the main service model from the components’ parameters (given by SLAs).

Using design patterns that are proven in the field of reliability can enhance the de-
pendability of the main service. Such patterns can be, for instance, the N-Version
Programming and the Recovery Block scheme [8]. In the case of SOA, the basic
variants can be Web services of different platforms, vendors, etc. The applicability of
a particular design pattern may, of course, be influenced by the nature of the problem
(e.g. in the case of e-banking, multiple execution of a given transaction is undesirable,
therefore the N-Version pattern cannot be applied for such a system). The parameters



of a combined service —which is built according to a design pattern— depend on the
parameters of the basic variants and the decision algorithm implemented by the pat-
tern.

The task of the dependability analysis is to evaluate a given process model against
some requirements (such as reliability). On the other hand, if the available composi-
tion possibilities are known, a performability analysis helps to decide which composi-
tion is optimal in a particular situation. The criteria of such an analysis are based on
the expected QoS level (namely dependability) and the cost of the composed Web
service. The analysis methodology should be able to model the effect of including
such patterns in the model. The inclusion of such patterns can be based on the result
of a dependability analysis, i.e. the bottlenecks of the system can be eliminated and
the probability of a system failure can be reduced by replacing a service invocation
by a design pattern. For instance, critical tasks can be replaced by a Recovery Block
schema. The analysis can be used for two basic purposes; determine the optimal com-
position for given requirements and determine the guaranteed parameters for a given
composition.

2 Frameworks of Formal Analysis

This section discusses possible methodologies which can be used to answer questions
against the non-functional properties of the model. The representation formats of the
tools implementing these methodologies will be the target languages of the model
transformation. This way the integration of an additional tool requires only a trans-
formation from the graph representation of model transformation framework to the
representation of the tool. Two possible methodologies are Phased Mission Systems
[10] (using GSPN descriptions) and P-graphs [11].

2.1 Phased Mission Systems for Dependability Analysis

Phased Mission Systems (PMS) are a class of systems where the operational life of

the system can be considered as a sequence of different phases. The goal of each

phase is different, the resources have different characteristics (for instance, different
failure rates) and the decisions on system operations can depend on resource states.

PMS models can be described as a special subclass of General Stochastic Petri Nets

and evaluated according to Markov Regenerative Processes solving algorithm [10].

A Web service-based workflow can be treated as a PMS in a natural way with the
following considerations:

— Invocations of services (both external and internal Web service implementations)
are phases in the PMS model. The length of a phase depends on the performance
metrics of the SLA.

— Parameters determined by the SLAs of the services (such as reliability) are the
parameters of resources where the resource configuration during a given phase
represents the dependability characteristics of the related Web service.



— The mission profile can be chosen dynamically, ie. the decision about the next
phase depends on the system state (whether the result of an invoked service has
been proper or erroneous.)

Measures of interest are “Probability that a client request will fail” or “System sen-
sitivity on the availability of a given Web service”. These measures correspond to the
marking of the Petri Net describing the resource state.

PMS modeling is also able to estimate the effect of implementing design patterns.
If the system is particularly sensitive on one Web service, it can be substituted by a
Recovery Block which consist of more (typically 2 or 3) variants and an adjudicator.
This assumes that there is an available description of semantically equivalent services
(in a special UDDI or in the form of an ontology).

2.2 P-Graphs for Cost Optimization

P-Graph description [11] is a formal methodology for describing workflows in chemi-

cal industry. A P-graphs is a directed graph in which a node represents a system com-

ponent with an interface (i.e. inputs and outputs) and a cost, with a similar structure to

Petri Nets The accelerated branch and bound algorithm can find the optimal solution

for a given problem, which means the optimal structure of system components.

Web service flows can be considered as P-graphs according to the following map-
pings:

— The Web services are components of the P-Graph.

— The possible structures of Web service flows are built by hand or derived auto-
matically on the basis of a domain-specific ontology.

— The P-Graph solver algorithm can find an optimal solution considering mandatory
elements (which must be part of the solution) and prohibited elements (which must
not be part of the process).

If the Web services and the main service are given with their SLA parameters, P-

Graph analysis can answer questions like “What is the cheapest solution, considering

that the request of a certain user must be served by Service X. in Step Y.?”.

3 Performing Model Transformations on Composite Web Services

As the current SOA modeling tools (such as [3]), [6] do not support the automated
formal analysis of a process model, the integration of formal methods is needed to
evaluate the model against non-functional requirements. This integration raises the
problem of the evolution of the modeling and analysis tools. The proposed approach
is based on model transformation which enables the reuse of model validation and
evaluation algorithms available in formal methodology tools.
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Fig. 1. Evaluating processes with model transformation.

The process of model transformation contains the following steps:

— Parsing the model to the representation format of the model transformation tool.

— The graph representation is the basis of the tool-specific output (e.g., a Petri Net).
The output is generated by graph transformations, which take subgraphs of the
model and turn them into model elements in the target language (e.g. places, transi-
tions and their rates, guard conditions, etc. in a Petri Net).

— The analysis is performed by the external formal analysis tool (e.g. a Petri Net
modeling tool). This can be done automatically, if the tool has an API or the analy-
sis can be started from command prompt. Otherwise, manual start of the analysis is
needed.

— The results of the analysis have to be back-annotated to the source model. For
instance, the average marking of a place in the Petri Net means the estimated prob-
ability of a failure or the average throughput of a transition is the expected
throughput of one functionality of the system.

— According to the analysis results, the model can be extended with design patterns
for dependability. This can be done within the graph transformation tool.

If the source model is described in a “de facto” standard format (for instance,
BPEL), then the analysis features can easily be extended with the integration of new
modeling paradigms. This means transformations to new target languages (new im-
plementations for the “Generate output” step).

This process needs a model transformation framework which can be extended to
parse the source model (e.g. from a BPEL description), perform graph transforma-
tions on the model and generate some output during the transformation. The
VIATRA2 framework [9], developed at the BUTE, has a plugin-based architecture
which can currently parse UML and BPM models, and a BPEL parser is also under
development for the framework. Parsers for additional description languages (for
example, WSLA) need only the XSD schema of the language. The tool can perform
graph transformations (based on pattern matching) and the execution of these trans-
formations (ie. determining which rule to be used) is controlled by an ASM represen-
tation [12].

4 Conclusions

As the current workflow modeling and integration software are not able to capture
important non-functional parameters of the system, like dependability, adapting for-



mal methods for standard process description (e.g. BPEL) is needed. With a model
transformation framework, such as VIATRA2, the extended process model can be
transformed into formal model representation formats such as GSPN, and then be
analysed by methodology specific tools such as DEEM.

The presented approach is flexible, as new source models (ie. new process descrip-
tion languages) and new target models (ie. new formal analysis tools) can be seam-
lessly integrated. The presented ongoing work will be part of a PhD thesis in the field
of “Reliable Web services”.
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